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Abstract

Aim: A blockchain provides data consistency and builds a fair mining environment for a network by using a consensus mechanism such as proof of work (PoW) and proof of stake. However, selfish mining is a well-known mining attack. It can reduce the fairness and destabilize the network, especially for a PoW-based blockchain. Therefore, in this paper, we propose a new approach, named the adaptive mining difficulty adjustment protocol, which can deter a selfish attack.

Methods: We propose using the unit profit as an improved version of the relative revenue, because it is more flexible for calculating the miners' profits in different periods and can be used to analyze repeated mining games. Based on the unit profit, we propose using the adaptive mining difficulty adjustment protocol to reduce an attacker’s profit. Our protocol evaluates the effective hash power in a network more accurately and corrects the mining difficulty. Moreover, we introduce the discount factor and model the long-term profit to analyze the impact of a miner’s patience on its future profit.

Results: We used an open-source simulator to simulate the competition between a selfish miner and an honest miner and determined their profits under different protocols. Our experimental results show that our protocol can effectively raise the attack threshold, but it reduces the total network profit if the attacker still attacks. However, the long-term profit model shows that a more patient attacker needs to invest more hash power and pay increased mining costs to maintain its attack.
Conclusion: We conclude that, under our protocol, selfish attackers will tend to become honest miners if their hash power does not exceed the threshold, which means that our protocol can effectively deter selfish attacks and some variants of selfish attacks. Briefly, our protocol can correct the mining difficulty and leads to a more stable and fairer mining environment for a PoW-based blockchain.
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INTRODUCTION

As one of the most famous distributed systems, blockchain technology has been widely applied in various scenarios due to its security, decentralization, and strong privacy. The first blockchain system, called Bitcoin, was created by Nakamoto[1], who implemented a peer-to-peer electronic payment system based on a cryptographic puzzle without any trusted third party. Any distributed system needs to build a consensus on the network status among nodes to maintain the stability of the system. Bitcoin uses the proof of work (PoW) to guarantee data consistency and maintain the fairness of the network. As a famous consensus mechanism, PoW is simple to implement and has high fault tolerance but consumes a significant amount of computing resources. In recent years, many consensus mechanisms have been proposed to replace PoW in a blockchain (such as proof of stake[2] and distributed proof of stake[3]), but PoW is still widely used due to its strong security. Thus, attacks targeting PoW, such as 51% attacks and selfish attacks, have attracted much attention from researchers.

Compared to a 51% attack, the selfish strategy focuses on breaking the stability and fairness of a blockchain instead of attacking its data consistency. Eyal and Sirer[4] demonstrated that an attacker can obtain extra revenue by applying the selfish strategy in a mining game, if it has more than one-third of the hash power of the network. As a result, a selfish attacker can threaten the revenue of other miners and reduce the fairness of the mining environment[5]. Furthermore, such an attack can have an adverse effect on the blockchain, as honest miners may prefer to exit the network or join the attacker's pool. The result is that a selfish group may become a majority in the network. If there are fewer honest miners, there may be more malicious attacks against the network, which would incur a huge risk to the stability and decentralization of the blockchain. Therefore, a method of deterring selfish attacks is important for protecting the stability and decentralization of a blockchain.

Bitcoin ensures that the growth of the main chain is stable by adjusting the mining difficulty, but the current protocol for doing this has a major weakness: if any miner executes a selfish attack, the network incorrectly calculates the mining difficulty due to an erroneous evaluation of the network hash power. This occurs because the mining difficulty is adjusted based only on the growth of the main chain and not the number of blocks generated in each period, which can be exploited by a selfish attacker. Therefore, our aim in this study is to improve the current protocol for adjusting the difficulty to protect the interests of honest miners. When using a blockchain, in each mining period, each miner needs to repeatedly consume hash power to gain the right to add a block into the main chain. Thus, it is reasonable to model mining as a repeated game. In previous works, mining has always been represented as a single game, and relative revenue is used to assess the block rewards of miners. However, relative revenue cannot be used in a repeated mining game to dynamically assess a miner's strategy and the distribution of block rewards. Therefore, we need to design a more accurate and flexible profit function to model a repeated mining game.

In this paper, we propose an improved PoW mechanism that can deter a selfish attack. First, we define the unit profit to improve the relative revenue model. The unit profit is a measure of a miner's profit in each
period when the mining difficulty is adjusted. It incorporates the mining cost and can be used to assess dynamically a miner’s strategy and its profit in a repeated mining game. Based on the unit profit, we analyze the weakness of a selfish attack and propose an adaptive protocol for adjusting the mining difficulty according to this weakness. This approach can provide a more accurate evaluation of the effective hash power in a network, and it calculates the mining difficulty more accurately. Then, we model repeated mining games between an attacker and an honest miner. We assess the security and feasibility of our protocol by analyzing whether the mining game is in a Nash equilibrium. Finally, we use an open-source simulator to model our protocol. Our experimental results verified our theoretical conclusion. In brief, the main contributions of our work are as follows:

1. We define the unit profit to overcome the weakness of using the relative revenue, which cannot dynamically assess a mining game. Additionally, we introduce the discount factor to model a miner’s long-term profit when analyzing the impact of its patience on its future profits.

2. We propose the adaptive mining-difficulty adjustment protocol to protect the stability of a blockchain and deter a selfish attack. This protocol can effectively raise the attack threshold and reduce the attacker’s extra profit, thus establishing a fairer mining environment. Furthermore, our protocol has less impact on network performance and is well compatible with the current protocols.

3. We model a repeated mining game between an attacker and an honest miner using the unit profit. With our protocol, the game reaches a Nash equilibrium such that the attacker gives up the selfish attack strategy, which proves that our protocol is effective and secure.

This paper is organized as follows. In this section, we briefly describe the background, motivation, challenges, and contribution of our research, emphasizing the dangers of a selfish attack to a network and the significance of deterring such an attack. We discuss works related to our research in the second section, including blockchains, selfish mining, and some variants of selfish mining. We present our approach for deterring such attacks in the third section, namely the adaptive mining-difficulty adjustment protocol. In that section, we identify the weakness of a selfish attack. Then, we propose the unit profit and describe our protocol based on the unit profit. We analyze the security of our protocol by modeling a repeated mining game between an attacker and another miner. Additionally, we introduce the discount factor to model the miner’s long-term profit and the impact of its patience on its future profits. In the fourth section, we use an open-source simulator to verify the feasibility of our protocol, and we summarize our results. Finally, we review our work and give our conclusions in last section.

RELATED WORK

Blockchains

As one of the most famous distributed systems, blockchains have received increasing attention and have been widely applied in various fields due to their decentralization, security, and anonymity. Thus, blockchains are frequently used for the IoT, electronic voting systems, privacy-preserving systems, and especially cryptocurrencies. A cryptocurrency uses a blockchain as a decentralized distributed ledger with a cryptographic proof instead of a trusted third party. The core of a decentralized blockchain is a consensus mechanism, which is a fault-tolerant process for determining the validity of transactions and controlling the blockchain. For example, Bitcoin uses PoW to build a consensus among nodes. Nodes must invest their own computing resources to solve a cryptographic puzzle before they are allowed to add a block to the main chain. This mechanism has high fault tolerance and security, but the convergence speed is slow, and it consumes a lot of resources. Therefore, researchers have proposed various consensus mechanisms to replace
PoW, such as delegated Byzantine fault tolerance\cite{9}, proof of activity\cite{10}, and others\cite{11,12}. Pass and Shi\cite{13} proposed the concept of fruit and created a blockchain named FruitChains. Different from Bitcoin, the fruit is used to record transactions, which hang from a block. This system does not require a massive amount of hash power. Note that blocks accept fresh fruits only, which means that a fruit cannot have been mined too long ago and was withheld. Pass and Shi demonstrated that a selfish attack cannot work in FruitChains, but they needed to change the data structure of each block for this scheme, which means that the compatibility of the approach is weak.

**Selfish mining**

In 2014, Eyal and Sirer proposed a deviant mining strategy that enables miners to destabilize Bitcoin with less hash power than a 51% attack, which they called a selfish attack\cite{4}. They demonstrated that a malicious miner could gain more revenue by secretly maintaining a private chain and wasting the hash power of other miners. Furthermore, the selfish strategy can threaten other blockchain systems that rely on PoW\cite{14-16}. Significantly, following previous work, Sapirshtein \textit{et al.}\cite{17} optimized the attack so that it further threatened the stability of a blockchain. They used Markov decision processes to analyze selfish mining in detail. This approach is a good fit for modeling Bitcoin mining. In a Markov decision process, the player moves through a discrete state space and focuses on maximizing their reward. Therefore, in this paper, we adopt this model to analyze how blocks are generated.

Several researchers have developed blockchain simulators to simulate a selfish attack, because there are no public datasets on selfish attacks. For example, some studies\cite{18,19} used a Monte Carlo simulator to generate selfish-attack data. Such simulators do not need to compute the cryptographic puzzles. Rather, they construct random numbers that satisfy the probability distribution of the strategy. Unfortunately, most of these simulators are not open source, so we could not adapt them to meet our requirements. To ensure the credibility of our experimental data, we used the simulator developed by Carlsten \textit{et al.}\cite{20}. This simulator is open source and available from GitHub, and we adapted it to provide more data. It can clearly visualize the execution of various mining strategies, including selfish attacks.

**Variants of selfish-mining attacks**

Some researchers have completed a deeper analysis of selfish attacks. For example, Nayak \textit{et al.}\cite{21} introduced a new mining strategy named stubborn mining. In both types of attack, the attacker eventually gives up its private chain if its branch is shorter than the main branch. The difference is that this is done later in stubborn mining compared to selfish mining. Furthermore, an attacker can gain more by combining a stubborn attack with an eclipse attack\cite{22,23}. Carlsten \textit{et al.}\cite{20} conjectured that the selfish strategy is always profitable against Bitcoin when there is no block reward. Moreover, a blockchain can become more unstable when there are multiple attackers because the competition between attackers further wastes the hash power of the whole network\cite{24-26}. Additionally, a selfish attack combined with other attacks can achieve unexpected results. A fork after withholding (FAW) attack\cite{19} and a self-holding attack\cite{27} are both a combination of a selfish attack and a block-withholding (BWH) attack\cite{28}. These attacks perform better than a selfish attack and have a lower attack threshold, which further threatens the stability of the blockchain. However, a distinguishing feature of all these attacks is the presence of abnormal forks, which means that our approach is also effective in reducing the extra profit made by attackers.

**METHODS**

Under the current protocol, Bitcoin maintains a block time of 10 min by measuring the growth of the main chain. If the growth becomes too slow, the network reduces the mining difficulty for the next period. A lower mining difficulty means that miners can find a block in a shorter time, including selfish attackers.
Moreover, an attacker can trick the network into discarding others’ blocks by forking, which increases the proportion of its own blocks in the main chain. Thus, a low mining difficulty is an important precondition for an attack to be profitable. In other words, a selfish attack is not profitable if the mining difficulty is not adjusted. Therefore, keeping the mining difficulty stable is the key to deterring selfish attacks.

To analyze the influence of mining difficulty, we regard the difficulty adjustment period as a unit and calculate a miner’s profit in each unit. In our model, we consider a blockchain system with only two roles: the selfish miner pool and honest miners. Additionally, we introduce the mining cost in our model, which is not considered in the relative revenue model. Briefly, the unit model can be described as $\pi(a, \gamma, \omega, \lambda)$, and the physical implication of each parameter is as follows:

- $a \in [0, 0.5)$ is a selfish attacker’s hash power. It is also the probability of an attacker finding the next block. We normalize the total hash power of the network to 1, and because the honest miners are the rest of the network, their probability of finding the next block is $1-a$.

- $\gamma \in [0,1]$ is the ratio of honest miners that are mining on the selfish attacker’s branch. Due to the network topology, each miner can extend only the branch that it initially listened to. This parameter is from Ref. 4 and an attacker cannot change it.

- $\omega \in [0,1]$ is the mining cost of each share of the hash power. We simplify the complex mining cost as a coefficient that depends only on a miner’s hash power. This parameter can be regarded as the unit price of hash power.

- $\lambda \in [0,1]$ is the ratio of abandoned blocks that are recorded by honest miners. In our protocol, honest miners do not need to record all abandoned blocks. They can select a portion $\lambda$ of such blocks to record.

We show the progress of the selfish strategy as a state machine in Figure 1. The transition frequencies are the probability of a miner finding a block, where the attacker is $\alpha$ and the honest miner is $1-\alpha$. The number of a state is the difference between the number of blocks in the selfish attacker’s branch and in the main branch. There are 3 state in this machine: $0'$ and $i$, where $i$ represents the attacker’s lead greater than 0. For example, $i=1$ means the attacker’s branch has one block more than the other branch. When the lead is zero, there are two states, 0 and $0'$. State $0'$ means the main chain has not forked, whereas state $0'$ means the main chain has forked, but the two branches are the same length.

The aim of a selfish attack is to keep ahead of the other branch. If the lead is less than 2, the attacker will release its private branch and win the competition. That is, the attacker’s branch is competing with another branch to become the new main chain. There are three transitions from state $0'$ to 0. Case I is that the attacker has found a new block and won, with probability $\alpha$. Case II is that an honest miner has extended the attacker’s branch, with probability $\gamma (1-\alpha)$. Case III is that another branch has won the competition, with probability $(1-\gamma)(1-\alpha)$.

Table 1 lists the state transitions and the number of blocks generated during a selfish-mining attack. It is an enhancement of the optimal selfish-mining model. In this table, we use a 5-tuple $(r_p, r_o, t_p, t_o, t_a)$ to represent the number of blocks generated. $r_p$ is the number of reward blocks earned by the selfish pool $p$ in a unit, and $r_o$ is the same for the honest miners $o$. $t_p$ is the number of blocks mined by $p$ in a unit, and $t_o$ is the same for $o$. Finally, $t_a$ is the number of blocks from those branches that were published but abandoned by the main chain in a unit. We call these abandoned blocks. Note that all blocks need to be listened by the
Table 1. Transitions and block generation

<table>
<thead>
<tr>
<th>State × Action</th>
<th>Next State</th>
<th>Probability</th>
<th>Number of blocks generated¹</th>
</tr>
</thead>
<tbody>
<tr>
<td>(a, h), adopt</td>
<td>(1, 0, irrelevant)</td>
<td>α</td>
<td>(0, a, h, 0)</td>
</tr>
<tr>
<td></td>
<td>(0, 1, irrelevant)</td>
<td>1-α</td>
<td></td>
</tr>
<tr>
<td>(a, h), override²</td>
<td>(a-h, 0, irrelevant)</td>
<td>α</td>
<td>(h+1, 0, h+1, h, h)</td>
</tr>
<tr>
<td></td>
<td>(a-h, 1, relevant)</td>
<td>1-α</td>
<td></td>
</tr>
<tr>
<td>(a, h), wait</td>
<td>(a+1, h, irrelevant)</td>
<td>α</td>
<td>(0, 0, 0, 0)</td>
</tr>
<tr>
<td></td>
<td>(a+1, h, active)</td>
<td>1-α</td>
<td></td>
</tr>
<tr>
<td>a, h, match</td>
<td>(a+1, h, active)</td>
<td>α</td>
<td>(0, 0, 0, 0)</td>
</tr>
</tbody>
</table>

¹: Presented as a 5-tuple \((r_p, r_o, t_p, t_o, t_a)\); 2: Feasible only when \(a > h\); 3: Feasible only when \(a \geq h\)

Figure 1. State machine of a selfish attack.

network, which means that hidden blocks are not included in \((r_p, r_o, t_p, t_o, t_a)\). Unlike Eyal and Sirer’s model⁴, our model also calculates \(t_p, t_o, \) and \(t_a\) to represent the number of blocks generated more completely. Their model considers a miner’s gain but ignores its loss from forking. Furthermore, we calculate these parameters in terms of unit adjustment periods, whereas their parameters are calculated for the whole mining process. This means that our model has finer granularity than their model and is more flexible. Additionally, the abandoned blocks represent the loss of effective hash power in the network, which is necessary when calculating mining difficulty correctly. Obviously, their model does not meet our requirements.

The first column in Table 1 is the current state of the network in a mining round and the attacker’s action in the next round. The state is described by a 3-tuple \((a, h, fork)\), where \(a\) is the length of the attacker’s branch, \(h\) is the same but for the other branch, and fork takes three values: relevant, irrelevant, or active. Relevant means that the honest miners have published a block in this state and the attacker has a private branch in the previous state; thus, the attacker can release its branch. Irrelevant is the other way round. Active means that this state is forking. There are four actions for an attacker: adopt, override, match, and wait. Adopt means that the attacker has lost the forking competition and accepts the other branch. Override means that the attacker has released its private branch and won the competition. Match means that the attacker has released one block to the fork. Wait means that the attacker has skipped this round because it does not have any blocks. The second column is the next state, and the third column is the transition probability of the next state. For example, say, the current state is \((a, h, -)\), where \(a < h\). This means that the attacker’s private branch is shorter than the honest branch. Thus, the current state is irrelevant to the next state. The attacker can perform only the adopt action in this state, but it can still aim to catch up with another branch. The probability of it finding a block is \(α\). If it finds a block and holds it in the next mining round, the next state
will be \((1, 0, \text{irrelevant})\). Briefly, the attacker is catching up with the honest miners, and it does not receive block rewards in this state. The block-generation tuple is \((0, h, a, h, 0)\). Due to page limitations, we do not detail the other cases here, but the derivations are similar.

**Unit profit of a miner with the current blockchain protocol**

To improve the relative revenue model, we use the generalized unit profit function to evaluate a miner’s profit in each adjustment period. Let \(H_*\) denote the probability of a new block being generated by miners * in a period, and \(D\) denote the mining difficulty of the current period. In each period, the aim of adjusting the mining difficulty is for \(\sum (H/D) \rightarrow 1\) in the next period, where the total block award expectation is normalized as 1, and \(H/D\) is the unit profit of each miner *. This trend shows that the mining difficulty should accurately reflect the effective hash power of the network. However, the current protocol considers only the growth of the main chain in the previous period as a cursory estimate of the hash power of the network. If some blocks are abandoned due to a fork, the network will ignore the hash power used to generate them and will calculate the mining difficulty inaccurately. This drawback makes a selfish attack possible.

In our model, we consider that a miner’s unit profit is earned over two phases: the \(L\) phase, when a selfish attack is launched, and the \(\epsilon\) phase, when the miner actually earns the unit profit. In the \(L\) phase, the profit expectations of both types of miner are as follows:

\[
\begin{align*}
R_{p,L}(\alpha, \gamma, \omega) &= \frac{r_p}{t_p + t_o} - \omega\alpha, \\
R_{o,L}(\alpha, \gamma, \omega) &= \frac{r_o}{t_p + t_o} - \omega(1 - \alpha).
\end{align*}
\]

According to our definition of \(\omega\), the mining cost for an attacker is \(\omega\alpha\), and for an honest miner, it is \(\omega(1-\alpha)\).

In this phase, the mining difficulty is based on the number of blocks generated in the previous phase, which is approximately \(t_p + t_o\) (i.e., there were no forks in the previous phase). Obviously, because \(r_p \leq t_p\) and \(r_o \leq t_o\), two inequalities always hold:

\[
\begin{align*}
R_{p,L} &\leq \frac{r_p}{t_p + t_o} - \omega\alpha = (1 - \omega)\alpha, \\
R_{o,L} &\leq \frac{r_o}{t_p + t_o} - \omega(1 - \alpha) = (1 - \omega)(1 - \alpha).
\end{align*}
\]

These inequalities show that both \(p\) and \(o\) receive a low profit in this phase, which means that the attacker’s profit will also drop in the short term until the mining difficulty decreases. In other words, a selfish attack is not immediately profitable.

In \(\epsilon\) phase, the mining difficulty will be decreased from \(t_p + t_o\) to \(r_p + r_o\), since \(r_p + r_o\) is the effective growth of the main chain in the selfish launch phase. Thus, the unit profits in this phase are

\[
\begin{align*}
R_{p,\epsilon}(\alpha, \gamma, \omega) &= \frac{r_p}{r_p + r_o} - \omega\alpha, \\
R_{o,\epsilon}(\alpha, \gamma, \omega) &= \frac{r_o}{r_p + r_o} - \omega(1 - \alpha).
\end{align*}
\]
These equations show that a sharp drop in mining difficulty will magnify the advantage of the selfish strategy. The attacker can increase its share of the hash power in the network by forking. Therefore, keeping the mining difficulty stable is an effective scheme for deterring selfish attacks.

**Adaptive mining-difficulty adjustment protocol**

To ensure that the mining difficulty is stable, we designed a new approach, named the adaptive mining-difficulty adjustment protocol. Our protocol permits miners to record abandoned blocks as special transactions in the main chain, as shown in Figure 2. The pseudocode for our protocol is shown in Algorithm 1. In Bitcoin, nodes quickly validate a transaction by checking the Merkle root in the block header. A Merkle tree is a hash tree, such that its root is the hash of all tree nodes. Therefore, adding special transactions into leaf nodes does not actually increase the size of the block header or the storage pressure of the main chain, but full nodes do need to store the complete transaction history. Our protocol may increase the storage pressure for such nodes. Significantly, if an attacker gives up generating forks due to our protocol, then the number of abandoned blocks will greatly decrease, so that less storage space is needed. Therefore, our protocol should not affect the performance of the current blockchain, and its real-time performance is expected to be that achieved by Bitcoin. Furthermore, our protocol does not completely change the data structure of a block. Because of the adequate compatibility, we could use a soft fork to upgrade the protocol in the current network.

In our protocol Figure 3, the motivation for miners to record abandoned blocks is not to gain a direct reward but to protect their interests by deterring selfish attacks. Significantly, we define the $\lambda$ to adjust the ratio of recorded fork blocks for controlling resource consumption. From the above discussion, $r_p + r_o$ is the increase in the length of the main chain and $t_o$ is the number of blocks abandoned in the last period. In brief, the current protocol takes the inaccurate effective hash power $r_p + r_o$ as the mining difficulty of the $L$ phase. This is corrected in our protocol because it uses the hash power of the ignored branches $\lambda t_o$. Therefore, following our protocol, the expected number of blocks generated in the $\epsilon$ phase is $r_p + r_o + \lambda t_o$. The profits of each miner in this phase are as follows:

$$R_{p,\epsilon}(a, \gamma, \omega, \lambda) = \frac{r_p}{r_p + r_o + \lambda t_o} - \omega \alpha,$$  \hspace{1cm} (7)

$$R_{o,\epsilon}(a, \gamma, \omega, \lambda) = \frac{r_o}{r_p + r_o + \lambda t_o} - \omega (1 - \alpha).$$ \hspace{1cm} (8)

Based on previous work, Table 2 gives the expected value for generating blocks in different cases. In this table, the first row is the number of blocks generated in each case, from $a$ to $h$, as shown in Figure 4. Case $a$ is when an attacker finds a block and maintains its private branch covertly. No blocks are published in the network. In case $b$, an honest miner finds a block in this round. The attacker releases its branch and gains two block rewards ($r_p = 2, t_p = 2$). The honest miner abandons the block found ($t_o = 1, t_s = 1$). In case $c$, an honest miner extends the attacker’s branch and helps the attacker win the competition. Thus, both $p$ and $o$ gain one block reward ($r_p = 1, t_p = 1, r_o = 1, t_o = 2$), but another branch is abandoned by the network ($t_s = 1$). In case $d$, honest miners win the competition and gain two block rewards ($r_p = 2, t_p = 2$), but the attacker’s block is abandoned ($r_p = 0, t_p = 1, t_o = 1$). Case $e$ is when an honest miner finds and directly gains one block reward ($r_p = 0, t_p = 1, t_o = 1$), but the attacker does not have a private branch and skips this round ($r_p = 0, t_p = 0$). Case $f$ is when an honest miner finds a block and the attacker releases its hidden block, which is a precondition for cases $c$ and $d$. Cases $g$ and $h$ are for when the attacker’s lead is more than 2. In case $g$, the lead of the attacker’s hidden branch drops to 1 because another branch has a new block. Thus, $p$ publishes its hidden branch to win the competition and invalidate the other branch ($r_p = 2, t_p = 2, t_o = 1, t_s = 1$). In case
Table 2. Original selfish mining revenue of each case

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Case</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>a</td>
</tr>
<tr>
<td>$r_p$</td>
<td>0</td>
</tr>
<tr>
<td>$r_o$</td>
<td>0</td>
</tr>
<tr>
<td>$t_p$</td>
<td>0</td>
</tr>
<tr>
<td>$t_o$</td>
<td>0</td>
</tr>
<tr>
<td>$t_a$</td>
<td>0</td>
</tr>
<tr>
<td>$p_{case}$</td>
<td>$(1-p_0)\alpha$</td>
</tr>
</tbody>
</table>

Figure 2. Adaptive mining-difficulty protocol.

$h$, an honest miner $o$ finds a block, but the lead is still more than 2; thus, the attacker needs to release only the first hidden block to generate a fork. Note that this block can always bring one reward to $p$ ($r_p = 1, t_p = 1$), because a lead of more than 2 guarantees that the attacker defeats another branch ($r_o = 1, t_o = 1, t_a = 1$).

The final row in Table 2 for each case is the probability of the attacker’s state transition, where $p_o, p_p, p_o, p_o, p_{[i>2]}$ are the probabilities for different leads. The expected values for $t_*$ and $r_*$ are as follows:

$$ t_* = \sum_{case \in C} p_{case} \cdot t_{case}, $$

$$ r_* = \sum_{case \in C} p_{case} \cdot r_{case}, $$

Where $* \in \{o, p\}, C=\{a, b, c, d, e, f, g, h\}$, and $P_{case}$ is the probability of each case. In particular, $t_{case}, t_o$ and $r_{case}$ represent the values of $t_*, t_o$ and $r_*$ in each case, respectively. Values for $p_o, p_p, p_o, p_o, p_{[i>2]}$ were calculated in a previous work\textsuperscript{[4]}, so we get:
Equations (7) and (8) show that our protocol can reduce a selfish attacker’s profit, but an honest miner would also get a lower reward if a selfish attack is launched, which may reduce the motivation of honest miners to record abandoned blocks. Unfortunately, previous research does not suggest intuitive and effective incentives for encouraging miners to record abandoned blocks. Thus, we consider setting a recording reward for honest miners. Let define the recording reward ratio, then we get:

\[
t_r = \frac{a^7 - 2a^7 - a}{2a^7 - 4a^7 + 1},
\]

where \( \lambda \) is a function that is positively correlated with \( \tau \). Intuitively, the recording reward encourages honest miners to adopt our protocol. In contrast, recording fork blocks may reduce the selfish miner’s profit because a recording reward is much lower than a block reward, which implies that recording is not a wise option for an attacker. Due to page limitations, this issue is not discussed further in this paper.

Compared with the current protocol, our protocol reduces the growth rate of the main chain when a selfish miner is attacking. As a result, the transaction throughput of the blockchain is low, but this can be alleviated by increasing the amount of storage in each block to improve the transaction throughput per unit time. Moreover, when there is no attack, our protocol actually makes little impact on the growth rate of the main chain or the transaction throughput, because the probability of a natural fork is extremely low in a real network.

Security analysis of our protocol
In this section, we analyze the security of our protocol theoretically by modeling the repeated competition between an attacker \( p \) and another miner \( o \) using game theory. We define the adjustment period as each round of the game and use the unit profit to describe the miners’ payoffs in each round. Obviously, for each miner, the most important motivation of the mining strategy is to gain more profit. In our model, a selfish attacker can select either of two strategies: Honest \((H)\) and Selfish \((S)\). Similarly, an honest miner can choose to record \((R)\) fork blocks or ignore \((I)\) them. Thus, the mining game has the four scenarios listed in Table 3.

The case \((H, I)\) represents two miners who are following the current protocol. Their payoffs are:

\[
R_p(\alpha, \omega) = (1 - \omega)\alpha,
\]

\[
R_s(\alpha, \omega) = (1 - \omega)(1 - \alpha).
\]
Table 3. Miner game

<table>
<thead>
<tr>
<th>o</th>
<th>p</th>
</tr>
</thead>
<tbody>
<tr>
<td>H</td>
<td>$R_p(a,\omega), R_o(a,\omega)$</td>
</tr>
<tr>
<td>S</td>
<td>$R_p(a,\gamma,\omega), R_o(a,\gamma,\omega)$</td>
</tr>
<tr>
<td>R</td>
<td>$R_p(a,\omega), R_o(a,\omega)$</td>
</tr>
<tr>
<td></td>
<td>$R_p(a,\gamma,\omega,\lambda), R_o(a,\gamma,\omega,\lambda)$</td>
</tr>
</tbody>
</table>

The case $(S, I)$ is when the attacker executes the selfish strategy, and its opponent does not record invalid blocks. In this case, the payoffs of the two miners are as follows:

**Protocol 1:** Adaptive mining difficulty adjustment protocol

1: Initialize:
2: \[chain := \text{genesis block},\]
3: \[Txs = \emptyset\]
4: Upon receiving a valid transaction $tx$ ,
5: \[Txs := \{tx\} \cup Txs\]
6: Upon receiving a valid and different chain $chain'$ ,
7: \[\text{if } chain \text{ is long than } chain';\]
8: \[\text{Take fork of } chain' \text{ as a abandoned fork } tx';\]
9: \[Txs := \{tx'\} \cup Txs\]
10: \[\text{else:}\]
11: \[\text{Take fork of } chain \text{ as } tx'\]
12: \[Txs := \{tx'\} \cup Txs\]
13: \[chain := chain'\]
14: \[\text{if current block is the last block of a difficulty adjustment period:}\]
15: \[\text{Count the total of block generated in this period and adjust the mining}\]
16: \[\text{difficulty}\]
17: \[\text{end if}\]
18: \[\text{end if}\]
19: Upon mining with current difficulty,
20: \[\text{if find a next block } B;\]
21: \[\text{Update and broadcast the current } chain \text{ with } B\]
22: \[\text{if } B \text{ is the last block of a difficulty adjustment period:}\]
23: \[\text{Count the total of block generated in this period and adjust the mining}\]
24: \[\text{difficulty}\]
25: \[Txs = \emptyset\]
26: \[\text{end if}\]

The case $(S, I)$ is when the attacker executes the selfish strategy, and its opponent does not record invalid blocks. In this case, the payoffs of the two miners are as follows:
Therefore, if \( \epsilon = 0 \), it means that an attacker will degenerate into an honest miner if its hash power is less than the new threshold. Thus, an attacker can gain extra revenue when its hash power is larger than the threshold. Thus, we have the payoffs of the two miners in this case can be calculated by Equations (7) and (8).

Finally, the case \((S, R)\) is when the honest miner follows the adaptive mining-difficulty adjustment protocol. Thus, the payoffs of the two miners in this case can be calculated by Equations (7) and (8).

Obviously, this repeated mining game is a non-cooperative game. Such a game is in a Nash equilibrium when each player’s strategy is optimal when considering the decisions of other players. In other words, each strategy in a Nash equilibrium is the best response to the other players’ strategies in that equilibrium\([28]\).

Therefore, if \((H, R)\) is a Nash equilibrium, then our protocol is effective and secure. Let \( \alpha_0 \) and \( \alpha_1 \) be two thresholds where \( \alpha_0 \leq \alpha_1 \) and such that \( R_{p,e}(\alpha_0,\omega) = R_{p,e}(0,\lambda,\omega,0) \) and \( R_{p,e}(\alpha_0,\omega) = R_{p,e}(\alpha_1,\gamma,\omega,\lambda) \). The attacker can gain extra revenue when its hash power is larger than the threshold. Thus, we have the following three cases:

- \((0 < \alpha \leq \alpha_1)\) In this case, the miners’ profits satisfy inequalities: \( R_{p,e}(\alpha,\omega) \geq R_{p,e}(\alpha,\gamma,\omega,0) > R_{p,e}(\alpha,\gamma,\omega,\lambda) \) and \( R_{o,e}(\alpha,\omega,0) > R_{o,e}(\alpha,\gamma,\omega,\lambda) \). This means that an attacker does not have enough hash power to execute the selfish strategy, and the honest miner need not record the fork blocks. Thus, there is only one Nash equilibrium point \((H, I)\).

- \((\alpha_0 < \alpha \leq \alpha_1)\) We also have inequalities in this case: \( R_{p,e}(\alpha,\gamma,\omega,0) > R_{p,e}(\alpha,\omega) \geq R_{p,e}(\alpha,\gamma,\omega,\lambda) \) and \( R_{o,e}(\alpha,\omega,0) > R_{o,e}(\alpha,\gamma,\omega,\lambda) \). In the current protocol, an honest miner’s interest will suffer if an attacker executes the selfish strategy. Therefore, an honest miner should raise the threshold for a selfish attack from \( \alpha_0 \) to \( \alpha_1 \) by adopting the adaptive difficulty adjustment-protocol. If the attacker’s hash power is less than \( \alpha_0 \), then the selfish strategy is the wrong option. This implies that there are two Nash equilibrium point: \((S, I)\) and \((H, R)\). Thus, the honest miner can adopt strategy \( R \), with the aim of reaching the equilibrium point \((H, R)\).

- \((\alpha < \alpha_0 \leq 0.5)\) In this case, we similarly get: \( R_{p,e}(\alpha,\gamma,\omega,0) > R_{p,e}(\alpha,\gamma,\omega,\lambda) > R_{p,e}(\alpha,\omega) \) and \( R_{o,e}(\alpha,\gamma,\omega,0) > R_{o,e}(\alpha,\gamma,\omega,\lambda) \). Importantly, there is only one equilibrium point \((S, I)\) in this case. Thus, the attacker can execute the selfish strategy under the adaptive difficulty-adjustment protocol if \( \alpha > \alpha_0 \), which is almost impossible to satisfy.

The above discussion shows that the case \((H, R)\) is a Nash equilibrium in the mining game if \( \alpha_0 < \alpha \leq \alpha_1 \). This means that an attacker will degenerate into an honest miner if its hash power is less than the new threshold. Therefore, in theory, our protocol can effectively deter a selfish attack and enhance the security of the blockchain.
Significantly, the adaptive difficulty-adjustment protocol is valid for other attacks against the fairness of a blockchain. For example, in Nayak et al.’s work, when a stubborn miner colludes with an eclipsed victim, the attacker’s gain can be given as:

\[
\text{gain}_C(a, \lambda) = \frac{a}{a+\lambda} \times \text{selfishGain}(a + \lambda),
\]

Where \(a\) is the hash power of a stubborn miner, and \(\lambda\) is the hash power of honest miners. Our protocol can deter this type of attack as well, because \(\text{gain}_C\) is proportional to \(\text{selfishGain}(a + \lambda)\), and \(\text{selfishGain}(a + \lambda)\) will decrease if the attacker’s hash power is smaller than \(a\). Unfortunately, our protocol is not completely effective against those attacks that combine selfish mining and BWH. For example, an FAW attacker divides its hash power into two parts, where one part is used to infiltrate other pools and the other part is used to mine honestly. Such an attacker uses the full PoW when mining in the infiltrated pool to generate a fork. This is a form of selfish attack, which our protocol can deter. However, the reward for an FAW attacker is always equal to or greater than that for a BWH attacker. Note that a BWH attack is always profitable, which means that our protocol can only reduce the reward for the FAW attacker but cannot defend against it.

### Long-term profit analysis

Some attackers may prefer to gain extra profits in the short term, though they will gain a smaller long-term profit. In other words, these attackers do not have enough patience. In game theory, the discount factor represents the degree of patience of a player. The lower the value, the less patient they are. Therefore, we introduce the discount factor to describe the future profit so that we can evaluate the long-term profit of miners who are eager to get block rewards. The long-term profit of miners can be calculated as follows:

\[
\bar{R} = R + \sum_{t=0}^{\infty} \beta^t R_t \\
= R + \frac{R_d}{1 - \beta},
\]

Where \(\beta \in (0, 1)\) denotes the discount factor and \(t\) is the round index. Let the long-term mining profits of a selfish attacker and an honest miner be \(\bar{R}_s\) and \(\bar{R}_o\) respectively. Thus, when there is no attack, the long-term mining profits of the selfish pool and the honest miners are as follows:
where $\alpha$ denotes the hash power of a selfish miner. Thus, the four scenarios for a mining game with long-term profits are listed in Table 4. Similarly, the long-term mining game has three cases, as considered in our. However, the values of $\alpha_0$ and $\alpha_1$ will be different, as they depend on the discount factor $\beta$. We give a detailed analysis of the various situations in the next section.

RESULTS

To validate our theoretical analysis, we use the Bitcoin protocol simulator developed by Carlsten et al.\cite{20} to simulate a selfish attack. In the simulator, the block arrival time in each mining round is exponentially distributed with an expected value of 600. There are only two miners, who execute a selfish strategy and an honest strategy, respectively. We varied the attacker’s hash power $\alpha$ in the range with as the step size. For each value of, we ran the simulation 10 times and averaged the results. Each simulation run generated 3,000 blocks. The simulation results and the theoretical results are summarized as follows.

**Result 1:** Under the current protocol, the selfish attacker loses some profit in the $L$ phase, but after the difficulty is adjusted, an attack is profitable if the attacker’s hash power exceeds the attack threshold. The attack threshold is inversely proportional to $\gamma$.

We compare the extra profit of the attacker in different phases, as shown Figure 5. The extra profit is the profit difference between the selfish strategy and the honest strategy. The extra profit is greater than 0 if the selfish strategy is more profitable than the honest strategy; otherwise, it is less than 0. In Figure 5, solid lines (L) and dotted lines (E) represent the $L$ phase and the $E$ phase, respectively. All the solid lines are below 0, whatever is. Thus, the attacker cannot gain extra profit, but also it makes a negative extra profit. In contrast, the dotted lines are above 0 when $\alpha$ is greater than the attack threshold. Briefly, the selfish strategy lowers the attacker’s profit in the $L$ phase. If the mining difficulty is low, the attacker gains more profit than if it follows the protocol. Figure 6 shows that $\gamma$ is inversely proportional to the attack threshold. A larger $\gamma$ means that the attacker’s branch gathers more honest hash power, which increases the attacker’s chances of winning. In particular, the attack threshold is 0 when $\gamma$ is 1, but this is impossible in reality.

**Result 2:** If the attacker’s hash power does not exceed the attack threshold, then executing the selfish strategy will allow an honest miner to gain extra profit. In contrast, if the attacker has enough hash power, a selfish attack will threaten the other miners’ interests. Therefore, miners can adopt our protocol to deter a selfish attack, because our protocol can effectively raise the attack threshold.

Figure 7 illustrates the honest miner’s profit with different $\gamma$ in the current protocol ($\lambda = 0$). Note that we present its profits for only the $L$ phase, because a selfish attack is profitable in this phase only. The solid lines represent the miner’s profit. The red dashed-dotted line is a reference and represents the honest miner’s profit if there were no selfish attacks. In the area below this line, honest miners lose some profit due to the attack. The solid lines are higher than the reference line when the attacker’s hash power is less than the attack threshold. In this case, the attack allows the honest miner to gain extra profit. However, when the attacker’s hash power is greater than the threshold, the attack reduces the honest miner’s profit. Therefore, a higher attack threshold can protect the honest miner’s interests.
Table 4. Mining game with long-term profit

<table>
<thead>
<tr>
<th>o</th>
<th>p</th>
</tr>
</thead>
<tbody>
<tr>
<td>H</td>
<td>$\frac{(\alpha \beta)}{(1-\beta)}$, (1-\alpha)\beta/(1-\beta)</td>
</tr>
<tr>
<td>S</td>
<td>$R_{e_1}(a,\gamma,\omega,0)+ (\beta)/(1-\beta) R_{e_2}(a,\gamma,\omega,0)+ (\beta)/(1-\beta) R_{e_4}(a,\gamma,\omega,0)$</td>
</tr>
<tr>
<td>R</td>
<td>$R_{e_3}(a,\gamma,\omega,\lambda)+ (\beta)/(1-\beta) R_{e_4}(a,\gamma,\omega,\lambda)+ (\beta)/(1-\beta) R_{e_4}(a,\gamma,\omega,\lambda)$</td>
</tr>
</tbody>
</table>

Figure 5. Attacker’s extra profit in different phrases with $\omega = 0.2$.

Figure 6. Attack threshold for different $\gamma$ with $\omega = 0.2$.

Figure 8 shows the attacker’s profit for different protocols. We analyze the $L$ phase only. The solid lines represent the attacker’s profit for our protocol, and the dotted lines show it for the current protocol. The dashed lines mark the attack threshold for the different protocols. The brown lines are for our protocol, corresponding to $\alpha_1$, whereas the black lines correspond to $\alpha_0$. Obviously, both the brown lines are to the right of the black lines, which means that our protocol can effectively raise the selfish attack threshold. For example, when $\gamma = 0.5$ and $\lambda = 0.7$, the attack threshold in the current protocol is about 0.25, but in our protocol, it has increased to about 0.37, that is, by about 30%. Therefore, the attacker may give up the selfish strategy if the honest miner records abandoned blocks. In summary, the game transfers from $(S, I)$ to $(S, R)$, and then from $(S, R)$ to $(H, R)$.
Result 3: The attack threshold is proportional to $\lambda$. Thus, the larger $\lambda$ is the higher the attack threshold. However, if the attacker still attacks in our model, recording abandoned blocks would decrease the total profit of the network. The larger $\lambda$ is, the lower the total network profit.

Figure 9 illustrates the impact of $\lambda$ on the attack threshold and on the total network profit when the attacker executes a selfish strategy with $\gamma = 0.5$ and $\omega = 0.2$. The total network profit is the sum of the two miners’ profits. Figure 9(A) is the attacker’s profit for different $\lambda$. The attack threshold is proportional to $\lambda$, so that the larger $\lambda$ is, the higher the threshold. Figure 9(B) illustrates the total network profit with different $\lambda$, with the attacker still executing the selfish strategy. The red dashed-dotted line is a reference line, which represents the total network profit without an attack ($t_a = 0$). For lines below the reference line, the total network profit does not meet the expectation. All the solid lines are below the reference line. The greater $\lambda$ is, the lower the total network profit. A larger $\lambda$ causes the total network profit to decrease if the attacker still generates forks. Our protocol corrects the mining difficulty, but forks are still generated. In this case, increasing the mining difficulty slows down the growth of the main chain, which is bad for all miners. In other words, $(S, R)$ is the worst gaming case for all miners.
Result 4: The attacker may become more aggressive in forking to gain more long-term profit. Fortunately, our protocol also effectively raises the attack threshold in the long-term profit model. The attack threshold is proportional to $\beta$. The mining cost also affects the threshold in the long-term profit model: the larger $\omega$.

Figure 10 illustrates the two miners’ long-term profits for different protocols. Dotted lines represent the profit under the current protocol ($\lambda = 0$), whereas solid lines represent it under our protocol ($\lambda > 0$). The red dashed-dotted line is the reference line for a selfish attacker, corresponding to Equation (25). The blue dashed-dotted line is for the honest miner, corresponding to Equation (26). We used different colored dashed lines to mark the attack threshold in the different protocols. Brown lines represent our protocol. In this figure, the brown lines are to the right of the black line, which proves that our protocol is also effective in the long-term profit model. However, the attack thresholds in this model are lower than in the unit profit model. For example, in Figure 8, the attack threshold is approximately 0.44 ($\gamma = 0.5, \lambda = 0.7, \omega = 0.2$), but in Figure 10, it is about 0.3 ($\gamma = 0.5, \lambda = 0.7, \beta = 0.7, \omega = 0.2$). This means that the attacker may be more likely to execute a selfish strategy to gain more future profit.

Figure 11 shows the attack threshold for different $\beta$ to illustrate the correlation between the attack threshold and the attacker’s patience. Obviously, the attack threshold is proportional to $\beta$, so that the larger $\beta$ is, the higher the threshold. Thus, if the attacker wants to maintain a selfish attack under our protocol, corresponding to the case ($S, R$), it must invest a huge amount of hash power to avoid losses. Furthermore,
the larger \( \lambda \) can further increase the costs of the attacker’s patience. In other words, the attack becomes quite passive in the repeated game when the other miner starts recording abandoned blocks, and giving up the attack becomes a more reasonable option.

Figure 12 illustrates the attacker’s long-term profit with different \( \omega \). A larger \( \omega \) leads to a higher attack threshold. The mining costs increasingly become a huge risk for the attacker as the game proceeds. Increasing \( \omega \) increases the mining costs in each round, which further suppresses a selfish attack.

CONCLUSIONS

In this paper, we revisited the selfish strategy and proposed an adaptive mining-difficulty adjustment protocol to deter selfish mining. First, we described the shortcomings of the relative revenue model and proposed our unit profit model for estimating miners’ profits more accurately. Compared to the relative revenue model, we use the adjustment period for mining difficulty as a unit, because the selfish strategy only becomes profitable when the difficulty is adjusted. Significantly, this approach allows us to analyze a repeated mining game and derive possible outcomes of the competition.
Second, we proposed the adaptive mining-difficulty adjustment protocol as an enhancement of the current protocol. It can evaluate the effective hash power of the network more accurately and ensure that the mining difficulty is more stable. However, result 3 shows that, with our protocol, recording abandoned blocks would lower the profit for all types of miners when an attack is launched, which may reduce the incentive for miners to adopt our protocol. Our new protocol is a preliminary solution for deterring a selfish attack; however, it still needs further improvement. Thus, we leave this as future work.

Finally, our simulation results show that our protocol can raise the threshold for the selfish strategy, so that an attacker may actively degenerate into an honest miner during a repeated competition. The increase of the threshold is proportional to $\lambda$, and the new threshold is about larger 30% than the old one when $\lambda = 0.7$ and $\gamma = 0.5$. Briefly, our approach can alleviate the abnormal fluctuations in the mining difficulty, making the expected block time and network throughput more stable. Importantly, the protocol can effectively protect honest miners’ interests and establish a more stable and fairer mining game for the blockchain.
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